**Abstract Syntax Tree**

**Summary**

The Abstract Syntax Tree is the base framework for many powerful tools of the Eclipse IDE, including refactoring, Quick Fix and Quick Assist. The Abstract Syntax Tree maps plain Java source code in a tree form. This tree is more convenient and reliable to analyse and modify programmatically than text-based source. This article shows how you can use the Abstract Syntax Tree for your own applications.
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**Introduction**

Are you wondering how Eclipse is doing all the magic like jumping conveniently to a declaration, when you press "F3" on a reference to a field or method? Or how "Replace in file" solidly detects the declaration and all the references to the local variable and modifies them synchronously?

Well, these—and a big portion of the other source code modification and generation tools—are based upon the Abstract Syntax Tree (AST). The AST is comparable to the DOM tree model of an XML file. Just like with DOM, the AST allows you to modify the tree model and reflects these modifications in the Java source code.

This article refers to an example application which covers most of the interesting AST-related topics. Let us have a look at the application that was built to illustrate this article:

**Example Application**

According to Java Practices [[**4**](http://www.eclipse.org/articles/Article-JavaCodeManipulation_AST/index.html#bib-java-practices)], you should not declare local variables before using them. The goal of our application will be to detect contradicting variable declarations and to move them to their correct place. There are three cases our application has to deal with:

1. ***Removal of unnecessary declaration.*** If a variable is declared and initialized, only to be overridden by another assignment later on, the first declaration of the variable is an***unnecessary declaration***.
2. ***Move of declaration.*** If a variable is declared, and not immediately referenced within the following statement, this variable declaration has to be moved. The correct place for the declaration is the line before it is first referenced.
3. ***Move of declaration of a variable that is referred to from within different blocks.*** This is a subcase of case [**2**](http://www.eclipse.org/articles/Article-JavaCodeManipulation_AST/index.html#item-move-of-declaration). Imagine that a variable is used in both a try- and a catch clause. Here the declaration cannot be moved right before the first reference in the try-clause, since then it would not be declared in the catch-clause. Our application has to deal with that and has to move the declaration to the best possible place, which would be here one line above the try-clause.

In [**Appendix A, *Code Fragments for Example Application Cases***](http://www.eclipse.org/articles/Article-JavaCodeManipulation_AST/index.html#app-code-fragments-example) code snippets to each of these cases are provided.

You can import the example application into your workspace [[**1**](http://www.eclipse.org/articles/Article-JavaCodeManipulation_AST/index.html#bib-example-project)] or install the plug-in using the Eclipse Update Manager [[**2**](http://www.eclipse.org/articles/Article-JavaCodeManipulation_AST/index.html#bib-example-update)].

**Workflow**

A typical workflow of an application using AST looks like this:

**Figure 1. AST Workflow**
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1. ***Java source***: To start off, you provide some source code to parse. This source code can be supplied as a Java file in your project or directly as a char[] that contains Java source
2. ***Parse***: The source code described at [**1**](http://www.eclipse.org/articles/Article-JavaCodeManipulation_AST/index.html#workflow-legend-1) is parsed. All you need for this step is provided by the class org.eclipse.jdt.core.dom.ASTParser. See [**the section called “Parsing source code”**](http://www.eclipse.org/articles/Article-JavaCodeManipulation_AST/index.html#sec-parsing-a-source-file).
3. The ***Abstract Syntax Tree*** is the result of step [**2**](http://www.eclipse.org/articles/Article-JavaCodeManipulation_AST/index.html#workflow-legend-2). It is a tree model that entirely represents the source you provided in step [**1**](http://www.eclipse.org/articles/Article-JavaCodeManipulation_AST/index.html#workflow-legend-1). If requested, the parser also computes and includes additional symbol resolved information called "[**bindings**](http://www.eclipse.org/articles/Article-JavaCodeManipulation_AST/index.html#sec-bindings)".
4. ***Manipulating the AST***: If the AST of point [**3**](http://www.eclipse.org/articles/Article-JavaCodeManipulation_AST/index.html#workflow-legend-3) needs to be changed, this can be done in two ways:
   1. By directly modifying the AST.
   2. By noting the modifications in a separate protocol. This protocol is handled by an instance of ASTRewrite.

See more in [**the section called “How to Apply Changes”**](http://www.eclipse.org/articles/Article-JavaCodeManipulation_AST/index.html#sec-how-to-apply-changes).

1. ***Writing changes back***: If changes have been made, they need to be applied to the source code that was provided by [**1**](http://www.eclipse.org/articles/Article-JavaCodeManipulation_AST/index.html#workflow-legend-1). This is described in detail in [**the section called “Write it down”**](http://www.eclipse.org/articles/Article-JavaCodeManipulation_AST/index.html#sec-write-it-down).
2. ***IDocument***: Is a wrapper for the source code of step [**1**](http://www.eclipse.org/articles/Article-JavaCodeManipulation_AST/index.html#workflow-legend-1) and is needed at point [**5**](http://www.eclipse.org/articles/Article-JavaCodeManipulation_AST/index.html#workflow-legend-5)

**The Abstract Syntax Tree (AST)**

As mentioned, the Abstract Syntax Tree is the way that Eclipse looks at your source code: every Java source file is entirely represented as tree of AST nodes. These nodes are all subclasses of ASTNode. Every subclass is specialized for an element of the Java Programming Language. E.g. there are nodes for method declarations ( MethodDeclaration), variable declaration ( VariableDeclarationFragment), assignments and so on. One very frequently used node is SimpleName. A SimpleName is any string of Java source that is not a keyword, a Boolean literal ( true or false) or the null literal. For example, in i = 6 + j;, i and j are represented by SimpleNames. Inimport net.sourceforge.earticleast, net sourceforge and earticleast are mapped to SimpleNames.

All AST-relevant classes are located in the package org.eclipse.jdt.core.dom of the org.eclipse.jdt.core plug-in.

To discover how code is represented as AST, the AST Viewer plug-in [[**5**](http://www.eclipse.org/articles/Article-JavaCodeManipulation_AST/index.html#bib-ast-viewer)] is a big help: Once installed you can simply mark source code in the editor and let it be displayed in a tree form in the AST Viewer view.

**Parsing source code**

Most of the time, an AST is not created from scratch, but rather parsed from existing Java code. This is done using the ASTParser. It processes whole Java files as well as portions of Java code. In the example application the method parse(ICompilationUnit unit) of the class AbstractASTArticle parses the source code stored in the file that unit points to:

protected CompilationUnit parse(ICompilationUnit unit) {

ASTParser parser = ASTParser.newParser(AST.JLS3);

parser.setKind(ASTParser.K\_COMPILATION\_UNIT);

parser.setSource(unit); // set source

parser.setResolveBindings(true); // we need bindings later on

return (CompilationUnit) parser.createAST(null /\* IProgressMonitor \*/); // parse

}

With ASTParser.newParser(AST.JLS3), we advise the parser to parse the code following to the Java Language Specification, Third Edition. JLS3 includes all Java Language Specifications up to the new syntax introduced in Java 5. With the update of Eclipse towards JLS3, changes have been made to the AST API. To preserve compatibility, the ASTParser can be run in the deprecated JLS2 mode.

parser.setKind(ASTParser.K\_COMPILATION\_UNIT) tells the parser, that it has to expect an ICompilationUnit as input. An ICompilationUnit is a pointer to a Java file. The parser supports five kinds of input:

***Entire source file***: The parser expects the source either as a pointer to a Java file (which means as an ICompilationUnit, see [**the section called “Java Model”**](http://www.eclipse.org/articles/Article-JavaCodeManipulation_AST/index.html#sec-java-model)) or as char[].

* K\_COMPILATION\_UNIT

***Portion of Java code***: The parser processes a portion of code. The input format is char[].

* K\_EXPRESSION: the input contains a Java expression. E.g. new String(), 4+6 or i.
* K\_STATEMENTS: the input contains a Java statement like new String(); or synchronized (this) { ... }.
* K\_CLASS\_BODY\_DECLARATIONS: the input contains elements of a Java class like method declarations, field declarations, static blocks, etc.

Java Model

The Java Model is a whole different story. It is out of scope of this article to dive deep into its details within. The parts looked at will be the ones which intersect with the AST. The motivation to discuss it here is, to use it as an entry point to build an Abstract Syntax Tree of a source file. Remember, the ICompilationUnit is one of the possible parameters for the AST parser.

The Java Model represents a Java Project in a tree structure, which is visualized by the well known "Package Explorer" view:

**Figure 2. Java Model Overview**
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The nodes of the Java Model implement one of the following interfaces:

* IJavaProject: Is the node of the Java Model and represents a Java Project. It contains IPackageFragmentRoots as child nodes.
* IPackageFragmentRoot: can be a source or a class folder of a project, a .zip or a .jar file. IPackageFragmentRoot can hold source or binary files.
* IPackageFragment: A single package. It contains ICompilationUnits or IClassFiles, depending on whether the IPackageFragmentRoot is of type source or of type binary. Note that IPackageFragment are not organized as parent-children. E.g. net.sf.a is not the parent of net.sf.a.b. They are two independent children of the same IPackageFragmentRoot.
* ICompilationUnit: a Java source file.
* IImportDeclaration, IType, IField, IInitializer, IMethod: children of ICompilationUnit. The information provided by these nodes is available from the AST, too.

In contrast to the AST, these nodes are lightweight handles. It costs much less to rebuild a portion of the Java Model than to rebuild an AST. That is also one reason why the Java Model is not only defined down to the level of ICompilationUnit. There are many cases where complete information, like that provided by the AST, is not needed. One example is the Outline view: this view does not need to know the contents of a method body. It is more important that it can be rebuilt fast, to keep in sync with its source code.

There are different ways to get an ICompilationUnit. The example applications are launched as actions from the package tree view. This is quite convenient: only add anobjectContribution extension to the point org.eclipse.ui.popupMenus. By choosing org.eclipse.jdt.core.ICompilationUnit as objectClass, the action will be only displayed in the context menu of a compilation unit. Have a look at the example application's plugin.xml. The compilation unit then can be retrieved from the ISelection, that is passed to the action's delegate (in the example, this is ASTArticleActionDelegate).

Another, programmatic, approach is to get the project handle from the IDE and to look for the compilation unit. This can be done by either step down the Java Model tree to collect the desiredICompilationUnits. Or, if the qualified name of a type within the compilation unit is known, by calling the findType() of the Java project:

IWorkspaceRoot root = ResourcesPlugin.getWorkspace().getRoot();

IProject project = root.getProject("someJavaProject");

project.open(null /\* IProgressMonitor \*/);

IJavaProject javaProject = JavaCore.create(project);

IType lwType = javaProject.findType("net.sourceforge.earticleast.app.Activator");

ICompilationUnit lwCompilationUnit = lwType.getCompilationUnit();

**How to find an AST Node**

Even a simple "Hello world" program results in a quite complex tree. How does one get the MethodInvocation of that println("Hello World")? Scanning all the levels is a possible, but not very convenient.

There is a better solution: every ASTNode allows querying for a child node by using a visitor (visitor pattern [[**6**](http://www.eclipse.org/articles/Article-JavaCodeManipulation_AST/index.html#bib-visitor-pattern)]). Have a look at ASTVisitor. There you'll find for every subclass ofASTNode two methods, one called visit(), the other called endVisit(). Further, the ASTVisitor declares these two methods: preVisit(ASTNode node) andpostVisit(ASTNode node).

The subclass of ASTVisitor is passed to any node of the AST. The AST will recursively step through the tree, calling the mentioned methods of the visitor for every AST node in this order (for the example of a MethodInvocation):

* preVisit(ASTNode node)
* visit(MethodInvocation node)
* ... now the children of the method invocation are recursively processed if visit returns true
* endVisit(MethodInvocation node)
* postVisit(ASTNode node)

In our example application, the LocalVariableDetector is a subclass of ASTVisitor. It is used, amongst other things, to collect all local variable declarations of a compilation unit:

public boolean visit(VariableDeclarationStatement node) {

for (Iterator iter = node.fragments().iterator(); iter.hasNext();) {

VariableDeclarationFragment fragment = (VariableDeclarationFragment) iter.next();

// ... store these fragments somewhere

}

return false; // prevent that SimpleName is interpreted as reference

}

If false is returned from visit(), the subtree of the visited node will not be considered. This is to ignore parts of the AST.

In the example, process(CompilationUnit unit) is called from the outside to start visiting the compilation unit. The method is fairly simple:

public void process(CompilationUnit unit) {

unit.accept(this);

}

**Obtaining Information from an AST Node**

Every subclass of ASTNode contains specific information for the Java element it represents. E.g. a MethodDeclaration will contain information about the name, return type, parameters, etc. The information of a node is referred as ***structural properties***. Let us have a closer look at the characteristics of the structural properties. Beneath you see the properties of this method declaration:

public void start(BundleContext context) throws Exception {

super.start(context);

}

**Figure 3. Structural properties of a method declaration**

![Structural properties of a method declaration](data:image/png;base64,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)

Access to the values of a node's structural properties can be made using static or generic methods:

1. ***static methods***: every node offers methods to access its properties: e.g. getName(), exceptions(), etc.
2. ***generic method***: ask for a property value using the getStructuralProperty(StructuralPropertyDescriptor property) method. Every AST subclass defines a set ofStructuralPropertyDescriptors, one for every structural property. The StructuralPropertyDescriptor can be accessed directly on the class to which they belong: e.g. MethodDeclaration.NAME\_PROPERTY. A list of all available StructuralPropertyDescriptors of a node can be retrieved by calling the methodstructuralPropertiesForType() on any instance of ASTNode.

The structural properties are grouped into three different kinds: properties that hold simple values, properties which contain a single child AST node and properties which contain a list of child AST nodes.

**Figure 4. StructuralPropertyDescriptor and subclasses**
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[**view full size**](http://www.eclipse.org/articles/Article-JavaCodeManipulation_AST/images/StructuralPropertyDescriptor-CD.png)

* SimplePropertyDescriptor: The value will be a String, a primitive value wrapper for either Integer or Boolean or a basic AST constant. For a list of all possible value classes of a simple property, see [**Appendix C, *Simple properties value classes***](http://www.eclipse.org/articles/Article-JavaCodeManipulation_AST/index.html#app-simple-property-value-classes)
* ChildPropertyDescriptor: The value will be a node, an instance of an ASTNode subclass
* ChildListPropertyDescriptor: The value will be a List of AST nodes

**Bindings**

The AST, as far as we know it, is just a tree-form representation of source code. Every element of the source code is mapped to a node or a subtree. Looking at a reference to a variable, let's say i, is represented by an instance of SimpleName with "i" as IDENTIFIER property-value. Bindings go one step further: they provide extended resolved information for several elements of the AST. About the SimpleName above they tell us that it is a reference to a local variable of type int.

Various subclasses of ASTNode have binding information. It is retrieved by calling resolveBinding() on these classes. There are cases where more than one binding is available: e.g. the class MethodInvocation returns a binding to the method that is invoked (resolveMethodBinding()). Furthermore a binding to the return type of the method (resolveTypeBinding()) and information about whether the method invocation is involved into a boxing (resolveBoxing()) or unboxing (resolveUnboxing()) is offered.

Since evaluating bindings is costly, the binding service has to be explicitly requested at parse time. This is done by passing true the method ASTParser.setResolveBindings()before the source is being parsed.

int i = 7;

System.out.println("Hello!");

int x = i \* 2;

the reference of the variable i is represented by a SimpleName. Without bindings you would not know nothing more than this:

![http://www.eclipse.org/articles/Article-JavaCodeManipulation_AST/images/sn-screenshot.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOMAAABwCAMAAADbojeTAAAABGdBTUEAAK/INwWK6QAAABl0RVh0U29mdHdhcmUAQWRvYmUgSW1hZ2VSZWFkeXHJZTwAAAC9UExURYCAgKyomd/m7XiYtevq58LCwrDC0+zw9PDu6v39/P39+/z8+/7+/vf39ff39PTz8P///v39/fn49vf29MG4p8O6quPg2eTh2fLy7uXh2u3t59LMv/z7+sa+rt/b0tfSx/j49vf288K4qPX08fDw7Ozr5sC3ps/Iu+rp4/Hw6/r6+PTy7/b18/Hv7PX18dbRxvv7+fb29NjTyfv7+vb08tLMwPHu6/z8+tvWzNzYz8LC4eHCwq2syQAAAP///6USA40AAAWOSURBVHja7FwHm9soEJXtOMmW9Fzvl9wlud4LGP7/z8raMMMMAhkhVGzDZiVEE483DPP0fZtGn39qXHZ1ARjPncf7G5Pu22J1uOwTu0IyeVPk6m0VXjTrMzvGjeZ3hRetaJHLKrgpWuRh5N3mxnhzfX198+83SRihPIRR2X8Kq9RiMD569Pjx7+8+2fi2qtFKoxhNqxPA+MsBypebO++6SuYR0WnceorCXBjGj19/+t3bD//rbaukFbghpRaK8aP///jq17/f9PY5mu9HRax4cT7nsy++ffny+w827nDAU6ONUdMdSlopH+Oizg7/fLzgOEephVBT49XLjVcjPK4qjyfN486m1W4haQQe+06haXo17tPctB6JRzwy6duaMBxXeMg1CQtikZpb07h7a9SSGD0eN/ZNmwSuKMYmCaNBBDdbzF/RjIDR4xElZWtVgVAgAGaMV/ZkWzqOEAnDSNBOyCNISmaqdGIuS3IMS7slwdhG3oxuqz6PICnvvOuK7ccIRkIh3bzYBABQOts8EpAT8AiSkltPF4/W3bBymuU+h1moh3gqHkFS9sa4S8DILDTgiCbiESRl935kPqcBjG1b3XFb9U8LeqAgNlc11fk4+PBP7RNwr3PGOXkYj/RqJotzFpWq7ij9HWB10hgrj5DuXTKPYpReosB7evH4YG3Sg/BkxD71RSW6J96uFuHGIr4EvXhce3c6oMhkMgljDx7FQB7Xt0+fbm9vr9ZuRLp8guQMpcLSq+11fxEuL3BStgI7arAIHAeLhfeErxX4ikE8Pnt2tb36/PmarhtBZt8MnAotXM7BISXCFWpW7FUIr5I1EtofdhCPV9t9erG+8673uHUIb0uQWZi1F7AeUYx8cQjLRzDqHhgTeLz587ftD1//FOMxjJE2FCIRo2ZjFcOYwOPzF39tXz35sXM/+lNt44jVhRansK0m8Pjk54d36Z+YXxW+60B/Qi/uTpyxEN6m9n2Oe4X35GHUnT5n8PmYdVIL3d7YhSOPseIckdGrN8aUkKPGq1V3VB4rj2fGowgeEAWE5xz6sVPOiQGCcGIeu/TjufB4XD9i5MVVosgShPPweEQ/olhtB8o5QfY8PMb1IxGLXvxsQWQIwnl4jOvHtqJqg9DzYxykH2OfKxZmq8P0I2pFz1ajPue4IFz6+VhIop1hvJooCGu8WnVH5bHyeOk8SgmZoy2LjziURymlTJij7KyWtEKmoZa9FmUQjzLtJYMw6qIYM3g0vwc2TV4CtxILod4+uweoNRcJFVLnjzgGj2Quh+mYC14pCpgwXRuGUQd69x2xGI/wo/nbQ7Ok1rhfD6mREq822DtzxBH2Y9KMSLHkK56LMT7iCPsxybJccdDuMmw1NOJo+9HzEOiHPBRgWdgDJkV39cARJ49zih34+R3GjXO61jVvxgkj1ni16o7KY+Wx8ljw3IgHOwN5DIeJMhTzyRTnL6ParQzGcosr83Rmpz6di0dJj2cShhF5h1kaaEJY5pQkaUX7MX1Kn5yO9IK+UXRHQB4weefEgcQHQKpbnUJRuWZxayA274ExTz/6b5JeyOyrAl8WGd7hM1QQIwTfaAMyJHym4xHVXEz7yVYH/M4mZURd+TzqbIwZflUGMOpOjGzWmnYKWSQbqYStDviiwwSgpYXYqpZgY9zn8K9P7BMUw++8UeB7l2TGvJg4R+pJ0yxxznwY69/NXZLuqDyeGY/L+Xvj8XgsgEzZ3+kw9udRKbX/VSZ7eDjMGh6COUUxqokxZvCokAszVaUoO1hMGiBzp8Ijzl0hBJWGURGUp8HjDoywjRHKscG8GFN5tD9hHm02yiPbj6fGYyJGuh0Xy2O3z6F+5zz2Y/vsYL5VKWehpAEl8wR4rHHOAjHW/3/1knTHCab3AgwAzawzAZyMfOsAAAAASUVORK5CYII=)

Bindings provide more information:

![http://www.eclipse.org/articles/Article-JavaCodeManipulation_AST/images/sn-bindings-screenshot.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAApYAAAHQCAMAAAAsxdrUAAAABGdBTUEAAK/INwWK6QAAABl0RVh0U29mdHdhcmUAQWRvYmUgSW1hZ2VSZWFkeXHJZTwAAADPUExURQCAAIAAAKurq9XV1ayomeTi3f8AAHiYtdPd5wAAALDC0/z8+/39+8G4p/7+/vf39eXr8fz8+vf39Ovo4uTh2djTyerp49vWzOPg2ca+rsO6qtbRxvHw69LMwM/Iu/X18d/b0vf28/b29MK4qPDw7O3t59zYz9LMv+Xh2vLy7sC3pvb18vz8/PDu6vTz8Ozr5vn49/j49vPy7/Lw7dfSx/b18/Lx7fv7+fHw7P7+/ern4u/t6fr6+evo4/r6+Ozq5PPx7vn59wAAgP///62syZtko2MAABsrSURBVHja7J2HYttKkkVBypZsy17P88s5x5nZ2d1Jm0O5/v+b1hKBRlV1IwMkJZ77nikQmcDh7W50sbp6e6+nb5P2G/yH0CRVcQYMobPB8umWx4B0hFuiR4Hl754d9DsL5v5O7jVxez99mNUurxell7dmG0hH07F8Vk8+Sy2ehFIBrAN09Z+9nRWwhEe0CMt/uNO/3T5zbtmB5d6wG7Hc1//vO+BGaAKWf/jD7e3tf//Vu6UppHuwPKw1gCVCM7B8756+f3z2rj3+dLRbJiDfpmrk3pKJW6JlWP79P//vn/759/87qm5p3dKs1bSC9vsClgjNwPL3//K3P//rH/9jVN3SNnne+rrl3hTvrskDnGgGln/8n/fff//f/+uZLZ+T82Vg2dqmWWsfsbQPlRCaimV8brm6wBNNx3IkQ/s9BoiOiyV94ujM3ZK4NnS+bvmUi4POxi0Rwi0R2sQtr64mrTxl9Wlro8fultmjzKt7QoqQtDPvp65GMFzjdvhzddX+zfYKlrhlq2fhbx8dFsurUVgeIGz+1LP9Ia7AEiwzt4whmJaeg202NtdAll7du3rN1gkTZg5LAyhuibrd0oVgWgJbEM2fZsrhl69pMMthvaIQR0NuGUIw27plB5bGKG1FNK3SMGdpy93SQAiWYJm7pQvBtMVup1vWrR033076Jo8rugOkYIk63DKEYI7H8u0ILF3RXWgHgSVYlt3ShWB21i1dk+eqwTIvxN/6Qjw+ErJPjRKOvi6KcMuRIZhzkBncptwgR7jlaogVtxnY6mrS2uii3BKhh+qWCJ2FW+Kp6IzdUhHaVJPc8glYomNiudAtZdaxZfJy4Ybhlk4vbg56UcDyHS1yp6kgSj9r+WIpryxQe6lueWP+RgZkJhGjsJzglmB5cW55c/vy5cvb975NWKpYkxIzdTBOqU1U69e7F2mnJXFUL0gbauO7aT9ptoR36bCSDoEuyy1fv37z5rsvfrkxhbgYGGtYGucUlXaqJdDMkXamutlhgYSFbiXRuFt0WW759fM7fXPzrj3+xBebEqp3BpyDw0mDcCeWnmfjpQNYKlheuFv++sOPf/rok4+73LKMpV1RZCSW6vYFlrhlD5Yf/PThXz7/8qveumWkK0eva1mJZwpx3HIQy58//f7Vq98+62qJS2y5pOaMfWn/mua7SKigxiZPe4jwLmCpNHkuzS0HnlvOek4jmldSJz9fQpfslhN6eWQGVpOx5GEQbkmfOHqAbonQWbnlEy4hwi0Rbolbootwy3lNdoRbzndL81jcvLhITNFC1xBCG7plB5ZlfwRLdCS3rDsUm/8l9WGrjeUgNhId1S3LWIr4ECPCKtD2btn8l1jM4MzZBUt0RLdM9igCluhc6pZtG0dczBmFODqlW5awtJGRxEaiY7slQmfolgjhlgi3xC0RbonAErdEuCVCZ+GWA5nZENrQLW0KoZiMRejXQadxS3H5VxyWs1NgItxyjXhLl43Ip7lC6BRu2aQdErBEJ3ZLE2/pMrbwazJ0JnVLAUt0hi1xCVhSiKMzaImbHNO+RCe6Ep3ILRE6Q7dECLdEuCVuiXBLBJa4JcItEcIt0YW7ZXqcngZ4dE/R0+BQEhJtZHEdCCzXjrdMGTM6WCsDCJJoM7eURKf4t82E2LEbW2dtwtfbgfO4M2C5arxlD5Z2gFGXdVDKA4oj3HKteMvAmv9Fj9oxRHMs61mCXYLlyvGWPViaXOq9WHJbwHLteMv0JwwbHhMMFrEMmyDccr14SzVjn6jB0g0B7rG0FNPkAUt6edDjdkuEcEuEW+KWCLdEYIlbItwSoQfqlmTEBMv1xhNvhr6NQziL67wZN+44GTHBcsVeHhNvaSeGsQy7onMcLFeMTi8OlOsGehw17jhMguVa8ZYSAoEmYenHHQdLsFxtPPEwkHhTpItrwowadxwswXL1umVhZPEMy/5xx8ESLNevW8YhnMVjOTzuOFiC5Zp1SxtvaYCTQSzDuOPEXIIlvTzosbolQrglwi1xS4RbIrDELRFuidDDdcvyaGgIt5zsliZSzYavNUGXLgJT2gXtRr7/PARvINxylluWsAxdj+Iyv5QyYiaTNDtAuOVstxSfRVBiyiGDWZ5j0MdrkI8ILNdyy+VYqivDwRK3XB5vGUN7TdD5CCzdumAJlmtGEIn0Yilx/FywRBvXLW14ZfrjmzzlCTG/OANLtH50eo5lVl3U7MmRasyIyQMisDzLXh4pTCHckl4ehFsi9BDcEoElbolwS4RwS4RbDul6zibX3CnccqlbXs/F8hos0epuOQoesERHdsvr6+b1+v7lQNr19XWz+Lqdcfdyv6B5Z7dKM2oowRK3XFK3vL5Opnetdlo9Y/ev12rfNfS1W1yDJW65PN6y4al1P71Oxnf4e89Y/bfGsnnn6QNLsFzdLZviW9ui3JuoOrdUsERrumUBSlt8238U4uikLfFUiOu1mkI8NHlMeW9aRx5Lbcp97hRuOdstpzwoQuhodUuoROfqlgidn1sihFsi3BIsEW6JcMu13TIbFFw6VkFoplu+uDnoxTCW0o+luFWlbw8It+zXjfk7Eh3cEm3tlje3L1++vH3v24SlinXFJgdgkxRLUmZfmx2wWaVNEBzeFQwV4ZY9WL5+/ebNd1/8cmMK8ZhcqM4BbAcXlTgUqZgF+TuwRNPc8uvnd/rm5l17/ElWThvza1OgJ+6ahFcjsKRsR5Pc8tcffvzTR598XHDLlMo3I86muARLtIFbfvDTh3/5/MuvCnVLm4myC0sKcbSJW/786fevXv32WbElLlosxDubPK6kd0OfgCXSbZ5bzhY0ooluuXmfuAhUoqluSZ84ukS3RGg1t3zCJUS4JcItcUt0EW7JODvo2G5px31qX0TMox/pirBEaCO37MASt0QndUs7RG5tjAlLRn9CJ3LLMpZ+5EawRMdwyza/peRk5lVJsETHdss26lfAEp1L3bJt44gLXKcQR6d0yxKWNpASLNGx3RKhM3RLhHBLhFvilgi3RGCJWyLcEqGzcEuZvMCsIjpr64nHlOUfZnDJyo9sx31CGVhHxu1tfLI9mX/2solb1ukxbBqDZoHMvVEyaZk5qkyDI4XitZkXpPylkJ59xGXlTJ82AHVK36y4qynDyHVce7e1DN2KHizTnS4dXQaCGOvt284XybFcr09cJb95R8VSl2EZSMpPvHQrurAsH7kv3ZKMdprRWA655Wws+8udEViazyJbuqXE77S7yW0iy5QMM3vn02P6xW1GGBNw3O7j4NTN5uIWam2B/piiNuxO3K02t15ctk6TNjH7OOMyfYra1UTycxQTjGXKoeaT+eIouzr+Q7sMoubaicnJk9+KeJXtmUrIF9XMi59S/Ke0d8NeYRPbs41bOvgKWKpPm6VSWlCaaRdIYChm1nSd8qLxyxi+NeYKuzvqsNTeRF/2S2kiU7ozfUrhBOw5tp83Yhk+mT0N0ey6pLXz/Q/dio69+bjFgF/2Kf0FkJgALd4fWbUlbuItpbMOLaW6Z/OdLaR5a75DWS44H/whxsiy++sWSvx6dmIZbnn2ZSh8b9o9jsr06c5P3EeNnyIyL51Yest3x3Gci4iMc4j2Kndh6fArfEqxF0BU/Q+7RmC5XnT6MJZ+hop0YKn5bXI3LNRjcyz9Dvz1z7GU9pJJXrr4/cePI84thzJ9Fs9Px2BZf4xhLP1x4jUYWXBp+XoNY9luGDeTQqtLQozZBi3xQuWsvxDvuIMdsJUL8R4s3f4GsCx9Fzr234nlqEyfhYK0VIhrDl/ErA9LydcvH7sHS5mNpdjvQVchnj1a2KolbnxasmcithjUtvyyr5K+QK64tFP5Erdhqckj/pgu+6Yp09QMN5DPKr669pOrf/Rk+kyHSM+g3J7yioK9tm1zpXg1JFwX0+RxzUN1O5h01X1dRX0J7Ss6Egtx9S1M24zczC1Xex48aitZeEwZ/aBKVjju+peo7yHV0KoZBpM7PGRxl4Sca5/4jBvsMiE8fiwn9mNlVbQ+LEVPhuVwtgD6xNGl9okjNAtL3BLhlgjhlgi3nNSuPsVDF3RZbhmfFUsTXCLuOXbnwxqEtnBLyeMIpdjjC5boeHXLUViaWa5LS4Qho9BGbunGd5Q4mKPkpGoW/IDQmvGWIQ6+xy3tek3AtapPs47Acj23nIhlFgSF0Pp1y2Esfdxrx88cEFiu91ueNlzRtGqkDTm0wYyxELcVUwSW9PKgR123RAi3RLglbolwSwSWuCXCLRF6lG5JoCZuuSzeUl1WIIOU+MwF6n/sH8Z/jqOSK1jilvPjLbux9FmoxOfdsRv7DkuwxC2Xx1va7HpugHGJa0mGpWhINqUEauKWK8RbTsaymFyygGU6HoGauOWMeEuJ6UJFO7DMM+vFREyhECdQE7ecG2+5AEuRkMs0uLISqIlbzoy3LI/lXGjy+LZQTMjYm4uVQE3ccny8pUnB7H7Po8UHRDW+heSSHVgSqIlb0suDHm7dEiHcEuGWuCXCLRFY4pYIt0ToIbslYZW45Qbxlgkt85DdvIhI4dXsrzCFcMul8ZZ5vKTHMqxK/ku0Rd2ygKUfYFlM8EYfloRVguVG8ZYjsLQ94G7sRcIqwXKjeMsUg2ErnFkUpUZ/JKwSbR9vaYImw7uOQpywSnSUeMuOYaRH1C2VsErccpP8lhqxsliKDbZsR0khrBIs6eVBj7xuiRBuiXBL3BLhlggscUuEWyKEW6LLdksfy5anrzRDkpqozNARziNztHIvjxZCLE2YpWrI16YuvMjvBIHlqm6ZxbK5OWUsfZAGWILlqhFEEUKHpS/EO7GkEEcrx1sWQyxHuqXilmgzt/Qhln4OWKKj1y3zBIAawyz7mjxCkwdt4ZYRyzpOsp2MQ5xoPsg4D4gQvTzoAtwSIdwS4Za4JcItEVjilgi3ROgBuaWccGv0WN3ShVaqC7lM6StDIksXayljcevIxgqXuGWJnzRmmRbytKmGhBkSQZqMJXaJW46Jt7R5KyWMc9uDpc/t0virtt2VIellnf+lzUVossYg3DK6VTeWYtKnihsGV4uZsMQHd/hBH1tXLqyBcEsXb+kTBPa7peTp+l2GLMlijmzydXUZBsESt+z/Lc9oLAvtlpjmsohlynMJlrjl+N/y2LbOcJOnOK/oli5EEyxxy2m/fHRVRvOAyDZXYgimG/JebBZr+3NeTbswjtlQb4YrR7jlqr080jNDRmwMlrjlFpK5WGKWuCV94uii3BIh3BLhlgjhlgi3ROh83PLFzUEv6vcup0vKVeA6F+1fhLZwy5vwtxxDkQks0ZZueXP78uXz2/e+9ViqhPRs6kbTI5sL2tgtX79+8/y7L37pwdLHU/ZYKEJrueXXz+/0zU2T39IHa0iWHhAs0RHc8tcffnz+0ScfB7cMWQHBEh3XLT/46cPnn3/51SCWFOLoiG7586ffv3r122c9WNqy3ERHct3RZm4Zn1sidAZuidAZuuWdnnAJEW6JcEvcEuGWCOGWCLdcXzyXxy1H5reUNo9QMzBUs0hDvku1fedaWt2OLwWWuOXC8cTz7ID5EOOSJbgsr94TnQmWuOX4HERS7g7PchKJB6tj9bjAZCEES9xyfA4i8TFtC7BsMxmp720HS9xyWn7LfrdsxxyVBFYYh9RimRfkYIlbznbLDMvCEOMGLOlYHSxxy7XqluWE6KqFIcZtsurS6gX3BEvccsZIE4UHRDabZap7qoSHRsXV7fMhPxJAk9Mf4Zb08qCH6JYI4ZYIt8QtEW6JwBK3RLglQhfmljKwRLY/lCw5S7TcLUv5LXVmvGUaBUqyMaXC6FO9t1ay0cykiGXfOOYDvPnzks5RW/rG7IXLDd0y5rdcEm9pBycz+yqN1TcNy7JburVkIjP2vLqRA8sTuWXMb7ks3lJcP7fk+/M0tMP1mUHI3XB7PkjJjhxtyBL3kkYrt3uzI1GK2N7T5sT88Od2YwkjpIeAKbSFW4b8lsviLd249e0ozr1Yhlxbfq+ief6jwqi7cWRT+9YORhm30ohfdgh/dGHQ1CO5ZchvuTDe0oHa45ZaxrKNnXPVPnHThaFQxQ9kHjNtO94lqydICUt3Kn6EdD/4KtrCLUN+y4XxlsuwFOeW+bDOPhouO9XMgktY1rXfQSzbr6IUhqKmEN/YLUN+yyXxlo69/iaP9GPZMdp4XoiLDhbiGao6FkvROMA0hfix3DLkt1wSb2mz/kvAMjwgcr82c00eX+0Lhbhvj6TnUukLYvcUGkYmFXx6jmCaOH74c7uxxEJcKcOP/tzyoiRLHvuA5YZuedmS+bBB5ZZueacnXEKEWyLcErdEuCVCuCXCLRE6kltm8Zaq2XPy9nm1DeEQ8zh7TIimeSea75gHL7jlYLxlFlzp5uQ922NCNFWKndZKnwluOSbeUgpRbG5OMeBiXIimahbcJqVcmOiy3TKOJy4ZhA5LX4g7LEeFaIIlbjlnPHHJIFzsli4cs4Sljz9DuGU2nngKew3BleICcUdh6fciLnwWLHHLyeOJl4MrVaY1eSS6b4x10yxuEyxxy3ssi+OJl4Mrfb7K/gdEhRBN39D3KdXBErck3hKduVsidIZueacnXEKEWyLcErdEuCVCuCXCLadKyD8BlquNJ+4iJNsOx/Tr/yz9j4+gLHQjgiVuudAtJQvJdVgWMgvFfkWwRKvXLXMss2xVnViGrL024YpJ64JwyzluqXYMxzKWYnICdWKpLdVlP0W45bjxxH0gkOZ5Vse4pZ3bJN9V8+sfhFvOcMv1sMzy8SHccmbdsgvL+IuxziaPFLDsydSPcMvh8cTD86E+LG0iy/iD3VCIuzorwi3p5UEPvm6JEG6JcEvcEuGWCCxxS4RbIvTg3ZLIS9xyvXhLl5hA7CKXqyBmrrRP5AOMYIlbrhJvKRpHPs4yu7jMlXEKLHHLLeItpRtLCdvkozkSeYlbrh5vmWWu9EMwlrH0Q9AHfIm8xC0Xx1t6t3R1y5FuaXdG5CVuuUq8ZSFzpWTwhcyVXVgSeYlbrhRvWahI9iazzJs8RF7illvFW5of4WaRlubnueZnPtkQ40rkJW5JLw96ZHVLhHBLhFvilgi3RGCJWyLcEqHH45Yx7wYdPrjlOLeU0ljfboAou0Q6UxzEJ+9giVuu0ifejvUdMwRqzLDRhyVuiVsujk53/MWBQk28mviojXwg8oClODMWoMQtp/SJF7HUPJFlxDIbiNxHazqyBSxxy0nxlhmWITrde+IoLHPuwRK3XOiWGZZ2lPAMSxEfUwSWuOXa8ZZmrG8t5k13pXNhxOdi3RIsccsZzy2lMNZ3fAo0iKX5gYVkv/tpnziBJW5JLw96uG6JEG6JcEvcEuGWCCxxS4RbIvRQ3ZK0lmC5WrylmmhKjYNB5ekstRicqX5L7hJuubCXJ8fSx1CqlJO8hOBMuyVY4pYr5LdMoRjdIUR5tsAQnOmHi+Q24ZaLswEvwdKlxwRL3HKl/JYtmWLjfEZgqdKVxA0scctlGdtMNGURS5fOEizREeqWPmytaf1IJC2fyIMzwRIsV41Oz7DMqouaPTnSLDiTB0RgeZa9PAx8Apb08iDcEqGH6pYILHFLhFsihFsi3LLvYANLqjU+ULX2uW115Y9wMQYOVZ3hZdnULauOuVVYVo29E9UmdJnTqabv6/ANqN7p/qXq+lIsuxj1nou7GuDtcIjDce7PsuPEqqp7X4XLU22P7KpuWU2+E3p6LHUZloGlJViWL4Zbq5r4aRssq96PPwLLIzvpum5ZxZtUNa+Hl+Yap3dVu7hql7Sb++017C3bR3awym/szkjvTa7ZvHILtbZAf8zKeVflbrgBIK657GKkHfuP156h2Vt7UerP1Hhks/CwUX6Iyh/CXAj3JTG7cZf17OuWVeVuklb2m24un9aXxxlHe6f8JTZ7qbIFVWGmXeDvi7207gzD7csLrriv5jzt3WtJjUedfzGq0uFt8Zy2t4eJn8njlx3CH73yhypg6T/MObqlibf0N8GdfFO3qXxNp3LTbR3NXmJXLaqqAq+pjhfvm91Du44W1mxXq1q7UFu968LS3r2RWE66GO7sKvdB42ewvGena/ArHKKyR6/sVau07yv6sN2ycgaRY+W+5AHLWG2tOrDU/EbFy5e7cPAjs4Mq1O4y2Aztpl1RAHjZxSienQ5hWX+AQSzbL1hlzyuWTyfCcrZbak/dsnQntOx24wrxqlCeVtpViMepqgxYRzFpjlnYqur4LvSvOetiVFqw4LJbVhpPZAyWlf0aFgvx6lSF+Oot8VA39+VmodwqNnnUznLLK//Qw7eD/JTbab5hqclT+WO6U0z7qmzt39MQ11x0MdIB2lOyewoNI1NxqXdhT8GV0L5VVcVC3F61Mpa6eZNnJbc8yw6DVfdTrbrmya5AdfTLd8a9PCf4eOt9oR8uloVTqc6bygtwS/QARQQROl8scUuEWyKEWyLcMmi3ayYG11x9j+ji3HK32+1GYLXrXbyzC3bjQN1N5hhdjlvuxnGxCEsFS9xyolse/t175mF61zjoLs1sltfv2zfN0sPLrlmw0/l7RLilJWV3IOjwkl4teA1jFmeHpRa2nrpHdLluWf+n6oEpgWWL6TuEd5qMLywtbj1zj4i65UiIzOyd97W5WHbvEVG3HFnktrOLBfKMQry0R4RbdjRQUjMogNcUuWmLhiNbQ124R4Rbjn+KM3eFxRugS3TLPoJ2a1OJH+KW9Imjx+iWCOGWCLcES4RbItzybN1yRMOeljpuWbNQfGyzK7wf12u9y7cDS9xyolvuxjnb3K5BsATLmX3itWe6nkgTDpkmbWd204/YRl6atex2auM57bs27jL0UiLccmdNzYVOWAPbaRvF24RfaB2RFjcqBWuo2r7xQsgGWOKWMd4ywpGsbNd45C4rjD2sKWSyC8smJiM5bQhwA0vccsAtU/RjV6zkLttAE5O7jtC26JYKlrhlT0t8V8BSe7F0oKndqFRUuz1RiOOWI59b7tyPvUz0oyvEddcUvr7Jo+pbR/EHa6E6sCv+PG3nSnmEW84V/KBN3RIs0aNxS4Q2ckuEttUkt3zK9ULHxBIh3BKh83TLff0PoRXdcr/f3/3bHybv39yD1rwpTu0tlnuwRKu75T453r7m1Hpgmm1WcP6IW6It6pb7BOA+2d8oLPcGTIQ2ccu3TemcY9nMTyuAJdrELZv/im5ZT3a6patbgiXa2C1HYhlIBEu0ilv2N3lss4e6JTqJW+YPiFxrfL9vi26zgrVMsETruyVCZ1i3RAi3RLglQifV/wswAFtLmd+kHtp1AAAAAElFTkSuQmCC)

Bindings allow you to comfortably find out to which declaration a reference belongs, as well as to detect whether two elements are references to the same element: if they are, the bindings returned by reference-nodes and declaration-nodes are identical. For example, all SimpleNames that represent a reference to a local variable i return the same instance ofIVariableBinding from SimpleName.resolveBindings(). The declaration node, VariableDeclarationFragment.resolveBinding(), returns the same instance ofIVariableBinding, too. If there is another declaration of a local variable i (within another method or block), another instance of IVariableBinding is returned. Confusions caused by equally named elements are avoided if bindings are used to identify an element (variable, method, type, etc.).

The example application uses variable bindings for this purpose: for every declaration, a manager object is created and added to a map. The binding of the declaration figures as key, the created manager as value.

for (Iterator iter = node.fragments().iterator(); iter.hasNext();) {

VariableDeclarationFragment fragment = (VariableDeclarationFragment) iter.next();

IVariableBinding binding = fragment.resolveBinding();

VariableBindingManager manager = new VariableBindingManager(fragment);

localVariableManagers.put(binding, manager);

}

Then, if a SimpleName is visited, the application checks, whether the binding of this SimpleName occurs in the map. If so, the SimpleName is a reference to a local variable.

public boolean visit(SimpleName node) {

IBinding binding = node.resolveBinding();

if (localVariableManagers.containsKey(binding)) {

VariableBindingManager manager = localVariableManagers.get(binding);

manager.variableRefereneced(node);

}

}

**Error Recovery**

Since Eclipse 3.2, the DOM/AST support has the ability to recover from code with syntax errors. In order to trigger it, you need to use the ASTParser#setStatementsRecovery(). As its name says it, the error recovery is done at the statement level. This however implies that the code is not completely messed up as it cannot recover from all kinds of syntax errors. This being said a missing semi-colon is no longer an problem anymore to retrieve the statements of a method. Let's take an example:

public static void main(String[] args) {

System.out.print("Hello");

System.out.print(", ")

System.out.println("World!");

}

With this source code, before Eclipse 3.2, the method body would be empty. Now with Eclipse 3.2 and its error recovery it is possible to get a RECOVERED expression statement that contains the method invocation. Not only can you have nodes that can be traversed by a visitor, but in some cases it is even possible to get bindings for the RECOVERED statement. So in the example, you would end up with two statements that have no problems and one RECOVERED statement.

Any instance of a subclass of ASTNode can be tagged with some bits that provide information about the way the node was created. This bits can be retrieved by calling the methodASTNode#getFlags(). The whole list of bits are:

* MALFORMED: indicates node is syntactically malformed
* ORIGINAL: indicates original node created by ASTParser
* PROTECT: indicates node is protected from further modification
* RECOVERED: indicates node or a part of this node is recovered from source that contains a syntax error

So when traversing a AST tree, you might want to check the flags of the traversed nodes. A node flagged as RECOVERED might not contain the expected nodes.

**How to Apply Changes**

This section will show how to modify an AST and how to store these modifications back into Java source code.

New AST nodes may have to be created. New nodes are created by using the class org.eclipse.jdt.core.dom.AST (here AST it is the name of an actual class. Do not confuse with the abbreviation "AST" used within this article). Have a look at this class: it offers methods to create every AST node type. An instance of AST is created when source code is parsed. This instance can be obtained from every node of the tree by calling the method getAST(). The newly created nodes can only be added to the tree that class AST was retrieved from.

Often it is convenient to reuse an existing subtree of an AST and maybe just change some details. AST nodes cannot be re-parented, once connected to an AST, they cannot be attached to a different place of the tree. Though it is easy to create a copy from a subtree: (Expression) ASTNode.copySubtree(ast, manager.getInitializer()) . The parameter astis the target AST. This instance will be used to create the new nodes. That allows copying nodes from another AST (established by another parser run) into the current AST domain.

There are two APIs to track modifications on an AST: either you can directly modify the tree or you can make use of a separate protocol, managed by an instance of ASTRewrite. The latter, using the ASTRewrite, is the more sophisticated and preferable way. The changes are noted by an instance of ASTRewrite, the original AST is left untouched. It is possible to create more than one instance of ASTRewrite for the same AST, which means that different change logs can be set up. "Quick Fix" makes use of this API: this is how for every Quick Fix proposal a preview is created.

**Example 1. Protocolling changes to a AST by using ASTRewrite .**

rewrite = ASTRewrite.create(unit.getAST()); // unit instance of CompilationUnit

// ...

VariableDeclarationStatement statement = createNewVariableDeclarationStatement(manager, ast);

int firstReferenceIndex = getFirstReferenceListIndex(manager, block);

ListRewrite statementsListRewrite = rewrite.getListRewrite(block, Block.STATEMENTS\_PROPERTY);

statementsListRewrite.insertAt(statement, firstReferenceIndex, null);

The example shows, how a child is added to a child list property value. If a single-child property is set, no list rewrite is necessary. For example, to set the name of aMethodInvocation, the code would look like this:

rewrite.set(methodInvocation, MethodInvocation.NAME\_PROPERTY, newName, null);

or

rewrite.replace(methodInvocation.getName() /\* old name node\*/, newName, null)

To set a simple property value, call set() like shown above.

Let us have a look at the second way to change an AST. Instead of tracking the modifications in separate protocols, we directly modify the AST. The only thing that has to done before modifying the first node is to turn on the change recording by calling recordModifications() on the root of the AST, the CompilationUnit. Internally changes are logged to anASTRewrite as well, but this happens hidden to you.

**Example 2. Modifying an AST directly.**

unit.recordModifications();

// ...

VariableDeclarationStatement statement = createNewVariableDeclarationStatement(manager, ast);

block.statements().add(firstReferenceIndex, statement);

The next section will tell how to write the modifications back into Java source code.

**Write it down**

Once you have tracked changes, either by using ASTRewrite or by modifying the tree nodes directly, these changes can be written back into Java source code. Therefore a TextEditobject has to be created. Here we leave the code related area of the AST, and enter a text based environment. The TextEdit object contains character based modification information. It is part of the org.eclipse.text plug-in.

How to obtain the TextEdit object differs for the two mentioned ways only slightly:

* If you used ASTRewrite, ask the ASTRewrite instance for the desired TextEdit object by calling rewriteAST(IDocument, Map).
* If you changed the tree nodes directly, the TextEdit object is created by calling rewrite(IDocument document, Map options) on CompilationUnit.

The first parameter, document, contains the source code that will be modified. The content of this container is the same code that you fed into the ASTParser. The second parameter is a map of options for the source code formatter. To use the default options, pass null.

Obtaining an IDocument if you parsed source code from a String is easy: create an object of the class org.eclipse.jface.text.Document and pass the code string as constructor parameter.

If you initially parsed an existing Java source file and would like to store the changes back into this file, things get a little bit more tricky. You should not directly write into this file, since you might not be the only editor that is manipulating this source file. Within Eclipse, Java editors do not write directly on a file resource, but on a shared working copy instead.

ITextFileBufferManager bufferManager = FileBuffers.getTextFileBufferManager(); // get the buffer manager

IPath path = unit.getJavaElement().getPath(); // unit: instance of CompilationUnit

try {

bufferManager.connect(path, null); // (1)

ITextFileBuffer textFileBuffer = bufferManager.getTextFileBuffer(path);

// retrieve the buffer

IDocument document = textFileBuffer.getDocument(); (2)

// ... edit the document here ...

// commit changes to underlying file

textFileBuffer

.commit(null /\* ProgressMonitor \*/, false /\* Overwrite \*/); // (3)

} finally {

bufferManager.disconnect(path, null); // (4)

}

1. Connect a path to the buffer manager. After that call, the document for the file described by path can be obtained.
2. Ask the buffer for the working copy by calling getTextFileBuffer. From the ITextFileBuffer we get the IDocument instance we need.
3. Store changes to the underlying file.
4. Disconnect the path. Do not modify the document after this call.

**Managing Comments**

One of the most frustrating part of modifying an AST is the comment handling. The method CompilationUnit#getCommentList() is used to return the list of comments located in the compilation unit in the ascendant order. Unfortunately, this list cannot be modified. This means that even if the AST Rewriter is used to add a comment inside a compilation unit, the new comment would not appear inside the comments' list.

In order to add a comment the following code snippet can be used:

CompilationUnit astRoot= ... ; // get the current compilation unit

ASTRewrite rewrite= ASTRewrite.create(astRoot.getAST());

Block block= ((TypeDeclaration) astRoot.types().get(0)).getMethods()[0].getBody();

ListRewrite listRewrite= rewrite.getListRewrite(block, Block.STATEMENTS\_PROPERTY);

Statement placeHolder= rewrite.createStringPlaceholder("//mycomment", ASTNode.EMPTY\_STATEMENT);

listRewrite.insertFirst(placeHolder, null);

textEdits= rewrite.rewriteAST(document, null);

textEdits.apply(document);

The methods CompilationUnit#getExtendedLength(ASTNode) and CompilationUnit#getExtendedStartPosition(ASTNode) can be used to retrieve the range of a node that would contains preceding and trailing comments and whitespaces.

If a comment is a javadoc comment defined prior to a method declaration, a field declaration or a type declaration (including enum, annotations, interfaces and classes), they can also be retrieved by calling the getJavadoc() method on the corresponding declaration.

**Conclusions**

This article has shown how to use the Eclipse AST for static code analysis and code manipulation issues. It touched the Java Model, explained Bindings and showed how to store changes made to the AST back into Java source code.

For remarks, questions, etc. enter a comment in the bugzilla entry of this article [[**7**](http://www.eclipse.org/articles/Article-JavaCodeManipulation_AST/index.html#bib-article-bugzilla)].

**Resources**

[1] Download the [**Packed Example Project**](http://earticleast.sourceforge.net/net.sourceforge.earticleast.app_1.0.0.zip). Use the option "Existing Projects into Workspace" from the "Import" Wizard to add it to your workspace.

[2] To install the plug-in, obtain using the Eclipse Update Manager. Update Site: http://earticleast.sourceforge.net/update.

[3] [**Java Tool Smithing, Extending the Eclipse Java Development Tools**](http://eclipsecon.org/2005/presentations/EclipseCON2005_Tutorial29.pdf).

[4] [**Java Practices**](http://www.javapractices.com/Topic126.cjp).

[5] [**AST Viewer Plug-in**](http://www.eclipse.org/jdt/ui/astview/index.php).

[6] [**Wikipedia: Visitor Pattern**](http://en.wikipedia.org/wiki/Visitor_pattern).

[7] [**AST Article bugzilla entry**](https://bugs.eclipse.org/bugs/show_bug.cgi?id=149490) .

**A. Code Fragments for Example Application Cases**

In the introduction, three typical cases for our example application have been presented (see [**the section called “Example Application”**](http://www.eclipse.org/articles/Article-JavaCodeManipulation_AST/index.html#sec-example-application)). Clarifying code before / after code snippets follow to further clarify these cases.

1. ***Removal of unnecessary declaration.***

Before:

int x = 0;

...

x = 2 \* 3;

After:

...

int x = 2 \* 3;

1. ***Move of declaration.***

Before:

int x = 0;

...

System.out.println(x);

...

x = 2 \* 3;

After:

...

int x = 0;

System.out.println(x);

...

x = 2 \* 3;

1. ***Move of a declaration of a variable, that is used within different blocks.***

Before:

int x = 0;

...

try {

x = 2 \* 3;

} catch (...) {

System.out.println(x);

}

After:

...

int x = 0;

try {

x = 2 \* 3;

} catch (...) {

System.out.println(x);

}

**B. Complete list of bindings**

* IAnnotationBinding
* IMemberValuePairBinding
* IMethodBinding
* IPackageBinding
* ITypeBinding
* IVariableBinding

**C. Simple properties value classes**

Below the list of all classes of which simple property values can be instance of (in Eclipse version 3.2).

* boolean
* int
* String
* Modifier.ModifierKeyword
* Assignment.Operator
* InfixExpression.Operator
* PostfixExpression.Operator
* PrefixExpression.Operator
* PrimitiveType.Code
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